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In this paper we present the Open Software Services for Classrooms and Research (OSSCAR) platform. 
OSSCAR provides an open collaborative environment to develop and access educational resources in 
the form of web applications, for which various deployment methods are discussed and compared. To 
minimize efforts in the creation and use of new educational material, OSSCAR combines software tools 
that have emerged as standards with custom domain-specific ones. The technical solutions adopted to 
create and distribute content are described and motivated on the basis of reliability, sustainability, ease 
of uptake and use. Examples from courses in the domains of physics, chemistry, and materials science are 
shown to demonstrate the style and level of interactivity of typical applications. The tools presented are 
easy to use, and create a uniform and open environment exploitable by a large community of teachers, 
students, and researchers with the goal of facilitating learning and avoiding, when possible, duplication 
of efforts in creating teaching material. Contributions to expand the educational content of the OSSCAR 
project are welcome.
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quickly and efficiently the content, reducing the time needed to install libraries and dependencies that 
might differ between courses.
Solution method: Here, we developed interactive web applications to complement teaching and encourage 
computational thinking for courses in computational physics, chemistry and materials science, using 
Jupyter notebooks and their rendering as interactive web applications. The latter is powered by a 
combination of Voila, to hide code and convert notebooks into live web applications, and (existing or 
custom) Jupyter widgets to enable interactiveness. The code is ready to be deployed via a number of 
open approaches.
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1. Introduction

Software-based tools, such as notebooks or illustrative codes, 
are increasingly employed in scientific courses to enrich and com-
plement more standard teaching approaches. These tools can pro-
vide an interactive environment for teachers to demonstrate, via 
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live examples and engaging visualization, complex and abstract 
concepts that may otherwise be difficult to transmit. At the same 
time, students can gain intuition, facilitate understanding and 
strengthen learning [1] by exploiting them as simple virtual lab-
oratories, e.g., to experiment in real time with the effect of rel-
evant parameters in equations. Given these advantages, and with 
the growing relevance of remote education, software-based educa-
tional tools are becoming more common. For example, Quantum 
Physics Online [2] publishes online Java applets with visualizations 
that illustrate topics typically covered in undergraduate and master 
level courses in that area. Considering more domain-specific exam-
ples, the Soft Matter Demos [3] or NanoHUB [4] websites present 
simulations and visualizations to stimulate interest in these do-
mains. NanoHUB in particular, provides computing resources and 
computational tools that include course materials and demos with 
potential to be deployed in lessons. Other open-source platforms 
offer visual tools for education in chemistry in the form of inter-
active simulations [5]. Use of e-tools based on Google Colab was 
recently explored [6] to support the teaching of thermodynam-
ics and provide some introduction to coding in chemistry classes 
taught in Columbia. Further impetus to develop on-line teaching 
tools was added by the recent pandemic crisis [7–9], with several 
interesting studies on their effectiveness [10–12].

In spite of their great potential, widespread adoption and shar-
ing of software-based tools for teaching is, however, still hindered 
by different barriers. On the side of the teachers, the time in-
vestment to create bespoke material for different classes might be 
considerable and efforts frustrated by the lack of agile develop-
ment and deployment environments. Moreover, curating the ma-
terial to counteract software obsolescence, guaranteeing resilience 
to changes in versioning of the adopted language, and facilitat-
ing updates when content evolves are all non-trivial challenges. 
Furthermore, given that the same type of material is needed for 
classes across different areas and in different institutions, the risk 
of effort duplication is very high. No “public library” (i.e., a cen-
tralized repository of digital lessons and the ingredients to create 
them) of software teaching tools exists to reduce this risk and limit 
the teachers’ effort only to the creation of new, original material. 
On the side of the students, uptake and usage of these tools can 
be problematic depending on the technology employed to deploy 
them and the level of user-friendliness of the platforms to access 
them. Also, the lack of a coherent platform may force them to 
spend considerable effort to migrate from one technological solu-
tion to another when changing class.

In this paper, a new platform that attempts to mitigate these 
difficulties is presented: the Open Software Services for Classrooms 
and Research (OSSCAR). OSSCAR is inspired by the software archi-
tecture developed as part of AiiDAlab [13], a platform designed 
to provide easy access to research-oriented software, workflows 
and tools via a web interface. OSSCAR adapts and applies these 
concepts and technologies for education purposes. Specifically, as 
detailed in Sec. 3, OSSCAR combines and builds upon a set of 
well-established software tools to create a web-based collabora-
tive environment targeted at providing educational resources and 
enhancing awareness and adoption of best practices in Open Sci-
ence [14–17]. In particular, Open Science rests on principles (see 
for example Ref. [14]) that include the concepts of open source (in 
OSSCAR, we adhere to this by providing links to source code in 
all notebooks), open access (all our notebooks are available to ac-
cess without a paywall), and open educational content (all teaching 
materials developed within the OSSCAR project are freely accessi-
ble to any instructor who may wish to make use of them in their 
classroom). The programming language chosen is Python, and we 
use Jupyter [18–20] and JupyterLab [21] as the programming 
interface and environment. Within this framework, common visu-
alization tools and widgets are employed (and new ones are de-
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veloped) to create interactive notebooks illustrating specific topics 
or proposing exercises. Jupyter notebooks are then automati-
cally converted into web applications exploiting the Voila pro-
gram [22–24]. The web applications hide all code and show only 
the outputs (including, in particular, the widgets to interact with 
the application) in a user-friendly format accessible through any 
browser, circumventing the need for specific software installation 
and set up. It should be noted that in recent years, considerable ef-
fort has been put into developing online educational content, also 
inside Jupyter, as evidenced by the substantial literature on the 
subject [25–38]. Here, however, we provide a novel way to use 
notebooks. In particular, we employ a specific structure, with de-
sign choices motivated by the educational literature, along with the 
aforementioned tools to conceal any superfluous and possibly dis-
tracting components from students. Additionally, we leverage the 
use of bespoke widgets which are specifically designed for maxi-
mal efficacy of the notebooks.

The contributions of OSSCAR are along three main lines, de-
tailed in the rest of the paper, and that we summarize here: 
1) provide custom graphical components (widgets) for domain-
specific visualization types (see Sec. 3.2); 2) provide custom ed-
ucational content tailored for a number of courses in the fields of 
computational physics, chemistry and materials science; these are 
developed in the form of self-contained modules that can be com-
bined and reused also beyond the courses for which they were 
originally developed (see Sec. 6); 3) provide clear documentation 
(on http://www.osscar.org), transferring know-how gathered in the 
past years on how to combine various open technologies to eas-
ily develop new educational applications and open to input and 
feedback from the community (see Sec. 7).

In the following, we first demonstrate the appearance and 
structure of an OSSCAR notebook via the example of a classic prob-
lem in quantum mechanics: the double-well potential. We then 
provide technical details on the tools employed to develop new 
notebooks and justify our choices. Next, we show some selected 
examples, based on notebooks developed for Master-level courses 
in Physics, Chemistry and Materials Science. These examples, all re-
lated to quantum-mechanical problems, also suggest that OSSCAR 
notebooks can act as modules to be combined in various ways for 
different classes.

While technologically mature, OSSCAR is at the early stages of 
development in terms of content. It is intended as an open repos-
itory to be built in collaboration with the community of students 
and teachers in scientific disciplines, and we invite contributions 
from interested groups.

2. An OSSCAR interactive web application example: a 
quantum-mechanical double-well potential

In this section, we discuss a prototypical OSSCAR application: 
the interactive visualization of the eigenvalues and eigenvectors 
obtained by solving the one-dimensional (1D) Schrödinger equa-
tion for a double square-well potential [39]. To provide a general 
overview of a typical application, we focus mainly on the key com-
ponents that are shared among the OSSCAR notebooks, rather than 
on the specific content of this example. Note that, since the web 
applications are implemented as Jupyter notebooks, as men-
tioned in the Introduction and described in more detail in Sec. 3, 
in the following we will use the terms notebooks and applications 
(almost) interchangeably.

To clarify the reasons behind the overall structure and graphi-
cal appearance of the application, we start by discussing how we 
expect these notebooks to be employed by teachers and students. 
In our experience, there are two main use cases, that we shall call 
A and B. In use case A, the notebooks are used for independent 
learning by students. Students might have simply found the appli-

http://www.osscar.org
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Fig. 1. An example of the graphical layout of an interactive web application to demonstrate the numerical solution of the Schrödinger equation for a 1D double square-well 
potential. The web application is hosted at https://osscar-quantum -mechanics .materialscloud .io. a) The whole webpage, showing the typical structure of an OSSCAR notebook: 
introductory text (zoomed in panel b) including a link to the background theory, the goals of the notebook and a set of tasks and exercises for the students, followed by the 
interactive visualization (better displayed in panel c), and a legend.
cation online, or might have been referred to it with a web link, for 
example in a class. In this case, before they are presented with the 
interactive visualization itself, it is important to provide users with 
a short explanation of the goals of the application and with some 
guidance on how to best interact with it to achieve the learning 
objectives.

In use case B, instead, teachers might use the applications for 
live demonstrations during their classes to complement and enrich 
standard lecturing (textbooks, blackboard, slides, . . . ) thus improv-
ing students’ learning effectiveness [40]. We include in use case B 
also the case of teaching assistants that present the notebook con-
tent as part of their discussion sessions, because the requirements 
are relatively similar. In this second scenario, the introductory part 
of a notebook is not relevant, since the topic has already been in-
troduced and discussed by the teachers, who will instead focus 
on using the interactive part. In this case, it is essential that ap-
plications can be accessed very rapidly (in a matter of seconds), 
because they will be used only for the minimal time required to 
convey the message (typically no more than a couple of minutes), 
before the teachers continue with their lectures. (The students 
might also use the applications after the lecture is ended to re-
vise the course content, falling back into use case A.)

With these two use cases in mind, we now discuss the struc-
ture of a typical OSSCAR notebook, as illustrated in Fig. 1. (Note 
that this Figure, as well as some of those in the following such as 
Fig. 4, are shown to convey the look and feel of the notebook, its 
general structure, and showcase the role of the widgets. The de-
tailed content, in particular text which is hardly visible, is not our 
focus here.) Each application starts with a brief textual section that 
we see at the top of Fig. 1(a), including a short list of educational 
goals, a link to additional background theory, as well as a list of 
tasks to guide the exploration of the interactive part of the note-
book. Authorship is also acknowledged at the top of each notebook 
to give due credit to contributors and encourage collaborative con-
tributions by other teachers and also by students. This first section 
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addresses the needs of use case A, to quickly assess if the notebook 
covers the topics of interest and to provide guidance for interact-
ing with the application via a set of tasks for the students. At the 
same time, this section is kept to a minimum to cover the needs 
of use case B (or of students already familiar with the application): 
being short, the section is easy to skip, so one can jump directly 
to the interactive visualization. In particular, the background the-
ory is discussed in a different, linked, page (and also there only 
as a brief overview of the physical problem, favoring links to ex-
isting online material to avoid content duplication). Furthermore, 
the solutions for the students’ tasks are hidden by default. This 
latter design choice not only keeps the first textual section short, 
but also encourages students to answer the questions themselves 
rather than read directly the solutions, promoting active learning 
and thus improving learning effectiveness [41,42].

Below this textual introduction, we find the interactive visu-
alization section, better displayed in Fig. 1(b). This is the core of 
the web application. Each interactive visualization consists of two 
main groups of components: the interactive figures and the con-
trollers. The controllers are “widgets” (discussed in more detail in 
Sec. 3.2) such as sliders, dropdown menus, checkboxes or buttons, 
that allow one to tune some parameters of the model or the vi-
sualization itself and whose effect is dynamically reflected in the 
interactive figures.

In this specific example, the top part with the figures displays 
the potential energy (thick black line, formed by two square wells) 
and the wavefunctions (colored thin lines) at the height of the 
corresponding eigenvalues. The right part of the plot displays the 
eigenvalues only, represented as thick horizontal lines (with the 
same color of the corresponding wavefunctions).

In the controllers section of this figure, five sliders are used to 
tune the width and depth of the two square wells and the distance 
between the two. Two radio buttons allow the students to decide 
whether to display the wavefunction ψ(x) or the probability den-
sity |ψ(x)|2. A sixth slider can be used to determine the “zoom 

https://osscar-quantum-mechanics.materialscloud.io
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factor” of the wavefunctions (i.e., a multiplicative factor in front of 
the wavefunction, that is only used to have a nice visualization but 
does not affect the simulation).

In typical notebooks the figures, in addition to being dynamic 
(i.e., changing their content as soon as the value of one of the 
controllers is modified), can also be interactive: for instance, in 
this specific example, a click on one of the wavefunctions (or on 
the corresponding eigenvalue on the right-hand side) displays its 
plot and numerical value, while hiding all other wavefunctions. A 
button “Show all” in the controllers section allows one to display 
again all the wavefunctions.

Finally, at the bottom of the page (see Fig. 1(a)), there is a leg-
end that describes in more detail the figure components and the 
functionality of each controller. This is placed at the bottom of the 
page as a useful reference, mostly to cover the needs of use case A, 
but we strive to design the interactive visualizations so that all fig-
ures and controls are as intuitive and self-explanatory as possible, 
reducing to a minimum the need to read the legend.

A collection of OSSCAR web applications can be considered as 
a “living book”, with powerful interaction and visualization ca-
pabilities that go beyond what is achievable on printed text or 
static images, and can convey more effectively advanced content 
to students, facilitating their understanding. In addition, the tasks 
presented at the top of the notebook help students to focus their 
attention on core concepts. For instance, one of the tasks of this 
notebook suggests investigating the phenomenon of quantum tun-
neling and anticrossing of states as a function of the distance 
between the two wells: by moving the slider to alter the gap dis-
tance, students can vividly observe in real time how the wavefunc-
tions and their energies change, something that would be difficult 
to achieve through traditional teaching.

Finally, at the very top of each page, we also provide a link to 
the source code of the notebook. We discuss the additional advan-
tages of providing immediate access to the notebook source code 
in Sec. 7.

3. Technology to develop interactive web applications

One of our key design goals for OSSCAR is to make it simple 
enough for teachers with basic coding experience to develop fur-
ther applications. Consequently, as mentioned in the Introduction, 
the majority of the software stack is deliberately composed of ex-
isting open, well documented and well maintained software. The 
motivation behind doing this is to maximize the lifetime and ac-
cessibility of the notebooks by ensuring that they do not depend 
on custom software and technology that might become unsup-
ported soon. Let us now detail the core technological components 
of the OSSCAR platform.

3.1. Development environment: Python and Jupyter/JupyterLab

We choose Python as the programming language for the inter-
active notebooks. Python is a common programming language for 
data science and scientific computing that has gained popularity 
in the past years in many computational scientific disciplines [43]. 
This is probably due to both Python’s syntax, which is relatively 
easy to learn and quite readable even for people with little pro-
gramming experience, and to the very large number of free Python 
packages that can be easily installed via, e.g., the pip [44] or
conda [45] package management tools.

Python allows for relatively rapid development, even if (being 
an interpreted language) it might be slow for expensive computa-
tions. The need for performant simulations is less of an issue for 
education-oriented applications than for scientific production runs, 
since the main goal is not to obtain results with ultimate precision 
and speed, but rather to demonstrate the simplest approximation 
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that captures the essential aspects of the model (so that students 
can focus on the core concepts, and not on the numerical opti-
mizations). In spite of this, in both use cases described in Sec. 2 it 
is very important that simulations can be performed almost in real 
time (or in any case, in a matter of seconds). Indeed, in use case A 
students might easily lose focus if they have to click a button and 
wait for minutes before the results appear. Moreover, slow execu-
tion time limits the interactive capabilities of the applications and 
the number of different input parameters that students can exper-
iment with. Similarly, teachers in use case B need to be able to 
demonstrate rapidly the relevant results to students before contin-
uing with their lectures.

While in our experience Python is often fast enough, there are 
cases in OSSCAR where strategies to speed up the simulations are 
required (e.g., when performing simulations with millions of itera-
tions, or when dealing with large matrices). We list some of these 
strategies in Appendix A.

For the purpose of creating interactive visualizations, however, 
the programming language itself is not sufficient, but one also 
needs a library to enable powerful displays of the results via a 
graphical user interface (GUI). A relatively large number of GUI li-
braries are available for Python. Our choice is to use Jupyter
notebooks (using a “classic” Jupyter server, or the more recent
JupyterLab environment), that provide a notebook interface to 
interact with Python code.1 Jupyter has very rapidly gained pop-
ularity, also in the scientific context [46,47] (including for teach-
ing [27]), as a very powerful approach to distribute understandable 
and reusable code.

Having a notebook interface means that the whole code is di-
vided in cells, and each cell contains only a part of the code that 
can be executed independently, and whose output is displayed 
underneath the cell. The advantage is that the notebooks do not 
contain only the source code, but can also include contextual rich-
text annotations, descriptions, and widgets (such as plots, buttons, 
. . . – see discussion in Sec. 3.2), combining in a single consistent 
document both the code and its documentation and visualiza-
tion.

One of the reasons why we choose Jupyter in OSSCAR, be-
sides its popularity (and thus availability of visualization and wid-
get libraries), is that the GUI is web-based and displays directly 
in the web browser. As such, it works on any computer operating 
system (OS) and does not require additional installation of cus-
tom software, contrary to typical GUIs that might require one to 
install OS-specific code and libraries. Having a simple web-based 
interface is one of the key requirements in OSSCAR to make the 
use of the applications straightforward. We discuss in the next sec-
tions how to implement interactive visualizations within Jupyter
notebooks, and then discuss in Sec. 4 how to completely hide the 
Python code and provide students with a very simple and intuitive 
web interface.

3.2. Widgets: components for interaction

Visualization plays a crucial role in human learning [48]. This 
is important, for instance, when dealing with multi-dimensional 
representations, where interactive 3D plots can be very effective 
in representing datasets. In particular, in fields such as computa-
tional physics, interactive figures can greatly facilitate explanation 
of abstract concepts compared to text, bare equations or static fig-
ures. In Appendix B we discuss some plotting libraries for 2D and 
3D plots that we use in OSSCAR, with some minimal usage exam-
ples.

1 We note for completeness that Jupyter(Lab) can actually work also with 
programming languages other than Python.
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Fig. 2. (a) A custom OSSCAR widget to display the molecular orbitals of a molecule 
(in this example, benzene), wrapping the NGLView Jupyter widget. (b) A custom 
OSSCAR widget to compute and plot the first BZ of any crystal, together with the 
labels of high-symmetry points and a suggested path to compute a band structure.

However, while plots are essential to display the results of a 
simulation or the values of a function, one additional type of com-
ponent is crucial to enable interactivity and decide the relevant 
parameters in the controller section (e.g., the width or depth of the 
quantum well in the example of Fig. 1). As previously mentioned, 
these components are called widgets and allow the user both to 
supply inputs and to trigger events (e.g., via a click on a button). 
The Python library ipywidgets provides a large number of com-
mon native widgets working within Jupyter notebooks, such as 
sliders, checkboxes, dropdowns, text areas and buttons.

We show in Appendix C a simple example, both to illus-
trate how easy the code to interact with these widgets can be, 
and to discuss how one can implement instantaneous reaction to 
events.

3.2.1. OSSCAR custom widgets
When Jupyter-ready widgets are not already available, OSS-

CAR develops bespoke widgets customized for specific needs, em-
bedded in our applications and realized as open source. A typical 
example is custom visualizations necessary to display domain-
specific content, especially for 3D visualization. While general-
purpose 3D libraries exist, they often require one to define the data 
to visualize at a very low level (e.g. by providing the coordinates 
of the triangles composing a surface mesh). This is however very 
cumbersome and requires lengthy custom code, while a teacher 
would strongly benefit from a simple domain-specific widget re-
quiring only minimal input. Widgets with this goal are provided by 
OSSCAR as shown in the two examples in Fig. 2. Panel (a) shows 
a widget to plot the isosurfaces of molecular orbitals [39]. It lever-
ages the NGLview visualizer [49], but exposes a simpler interface 
to directly plot volumetric data associated to molecules. Panel (b), 
instead, shows a custom widget to compute and display interac-
tively the first Brillouin zone (BZ) [39] of a crystal. It is based 
on the JavaScript visualizer developed as part of the SeeK-path 
library [50], and it exposes to teachers a very simple Python inter-
face: one just needs to provide the three real-space lattice vectors 
to generate the BZ, where high-symmetry points are automati-
cally displayed and labelled, together with the suggested path to 
compute band structures. Another example of a custom widget de-
veloped in OSSCAR, not shown here, is an interactive periodic table 
that allows users to select and group multiple chemical elements 
(with each of them being in one of a range of possible states, e.g., 
to select elements to be either included or excluded for searches 
and filtering).

We emphasize that developing a new widget might not be 
straightforward, as it requires relatively advanced knowledge of 
both Python and JavaScript, as well as experience with specific 
frameworks and libraries in the two languages. However, once a
Jupyter widget has been developed and published, its use is 
very straightforward, typically requiring only a couple of lines of 
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Python code. Therefore, the custom OSSCAR widgets are a power-
ful catalyst that we provide to facilitate and promote the creation 
of interactive notebooks with effective visualizations, and we ex-
pect to keep developing new ones with input and contributions 
from the more expert user community.

The OSSCAR widgets and access to their download links can be 
found on the OSSCAR webpage, in particular following the entry in 
the sidebar of page.

4. Convert notebooks into web applications

In the use cases A and B described in Sec. 2, the primary goal 
of the interactive visualizations is to deliver physics knowledge, 
with less emphasis on programming and algorithms behind the 
notebook. The code might actually be distracting the first time a 
student interacts with the application, and therefore we prefer to 
hide it in order to retain clarity in the presentation.

A number of tools have been developed to convert Jupyter
notebooks into shareable web applications, including appyters [51], 
nbinteract [52], bokeh [54], Voila [22], and appmode [55]. In OS-
SCAR we opted to use Voila, a subproject of Project Jupyter that 
can turn Jupyter notebooks into live standalone web applica-
tions, by executing the whole notebook and rendering only the 
output cells into a web page format, while all of the source code is 
hidden. For instance, Fig. 1 shows the page obtained for the double 
quantum well after rendering the notebook with Voila. Addition-
ally, Voila keeps the Python code active (i.e., an active connection 
is maintained between the web frontend and the so-called “Python 
kernel” in Jupyter). This is crucial to allow the Python callbacks 
(see, e.g., Fig. C.8) to be executed when the users interact with 
the widgets. Other solutions provide various levels of interactiv-
ity. Nbconvert, for instance, converts the notebook into a static 
webpage [56]. While this approach has the advantages of easier 
deployment (see also Sec. 5), it limits the interaction possibilities. 
On the other hand, JupyterBook constitutes a solution with an in-
termediate level of possible interactivity [57], enabling the user to 
launch interactive code via Binder, Google Colab, or Thebe [53]. In 
addition, Voila supports the development of custom templates 
to modify the overall appearance of web applications. In OSSCAR, 
we have developed our own template that is also shown in Fig. 1
(e.g., the header and footer with the OSSCAR logo are part of this 
template) to provide a uniform and consistent look and feel for all 
notebooks.

While the code can be completely hidden from the user and 
thus made fully private using Voila, we stress that in OSSCAR 
we strive to provide a solution that fully complies with the Open 
Science principles: not only regarding open availability of the ap-
plications for reuse in other classes, but also releasing open source 
all code for inspection and reuse. Therefore, all source code of the 
OSSCAR notebooks is available as open source on GitHub, and each 
notebook displays a link to it at the top of each page (see also 
Sec. 7).

5. Deployment on web/cloud servers

The final aspect of making the notebooks available to a broad 
audience is their deployment. This is crucial, as most users will not 
have the time (nor, often, the expertise) to install locally Python,
Jupyter and all the dependencies to run the notebooks. There-
fore, easy access to the applications with just a web link becomes 
essential to make them straightforward to use.

However, deployment (especially if it has to be efficient) often 
comes with some costs associated to it. For instance, hosting con-
tent on most public cloud services is not free, while self-hosted 
servers might also have a non-negligible cost associated to the hu-
man time needed to maintain the service (perform system security 
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Fig. 3. Input GitHub details to generate the mybinder.org link.
updates, recover after system crashes, . . . ). Therefore, in OSSCAR 
we have investigated various solutions and, while we did not find 
a single one that covers all requirements, we identify, use and sug-
gest three different (free) solutions to deploy and deliver the web 
applications, depending on the student and teacher needs. These 
are briefly described below, highlighting pros and cons of each so-
lution.

5.1. mybinder.org

mybinder.org is a website offering a free cloud solution to 
deploy Jupyter notebooks, and has been already used to serve 
course content to students [58]. mybinder.org allows one to 
generate a unique URL associated to a GitHub repository that 
contains notebooks and code. When a user opens the link, my-
binder.org automatically fetches the code and runs it in an 
isolated environment for each user (using Docker [59] containers 
behind the scene) so that each user does not interact with others 
using the application at the same time.

mybinder.org requires minimal effort for teachers. One first 
has to create a public GitHub repository with the notebooks and 
some basic configuration files that, as detailed in their documen-
tation, primarily consist of a list of Python dependencies that need 
to be installed in order to make the notebooks functional. Then, 
on the mybinder.org homepage, one can easily obtain a unique 
link (that can be distributed to students, or published on a web-
page) to access the deployed application. The link can be obtained 
simply by providing the GitHub repository name, the Git branch 
name and the notebook URL (see Fig. 3). The link will open by 
default the notebook in a JupyterLab environment. Furthermore, 
using Voila together with mybinder.org is very straightfor-
ward: one can just declare Voila among the dependencies, and 
then prepend the string /voila/render/ to the notebook URL 
to trigger the Voila server extension at load time.

Being free, open and requiring almost zero maintenance effort, 
this service is extremely useful, but there are two shortcomings. 
The most critical one is that every time that the page is loaded, 
the initialization might take a significant amount of time (from 
a few tens of seconds to some minutes). This might be problem-
atic for the needs of the two use cases described in Sec. 2, and in 
particular for use case B, where a teacher might want to use the 
application only for a very short amount of time. In addition, be-
ing a free service, the computing power is also very limited, which 
can be an issue for sophisticated notebooks performing advanced 
simulations. Nevertheless, we strongly encourage any teacher de-
veloping a notebook to provide a mybinder.org link in their 
homepage, as this makes the notebooks immediately accessible 
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(even if with a lag of a few tens of seconds) to any web user, 
without any setup needed.

5.2. dokku deployment

In order to speed up the startup time of each notebook, we 
also deploy the OSSCAR notebooks on custom resources using an 
open-source software called dokku [60]. dokku is an extensible 
Platform-as-a-Service software that makes deployment of applica-
tions extremely easy. In particular, one just needs to place all their 
code and notebooks inside a Git repository, and push the content 
to the dokku server to update the deployed version.

Similarly to mybinder.org, dokku transparently creates a
Docker container. This container is, however, the same one for 
all users and user isolation is obtained thanks to Voila. This 
requires special care when implementing the notebooks to avoid 
unexpected interactions between users, e.g., if files with the same 
name are generated on the server. The startup time, however, is 
considerably reduced, typically to 5 seconds or less.

Unfortunately, this solution also has some shortcomings. In ad-
dition to having to understand the deployment model to prevent 
unexpected interaction among different users, installing and main-
taining a dokku server requires the availability of an online server 
(that might not be free) and most importantly it requires expertise 
in managing and deploying web servers. In our case, we leverage 
the dokku service provided by the Materials Cloud portal [61], 
with servers hosted at the Swiss National Supercomputing Cen-
ter (CSCS), that kindly provides the resources to host the OSSCAR 
applications. For instance, the applications for quantum mechan-
ics described later in Sec. 6 can be accessed at the address https://
osscar-quantum -mechanics .materialscloud .io. If, however, a teacher 
does not have access to such a deployment, this solution might not 
be viable (we note, however, that similar hosted commercial solu-
tions exist, such as heroku.com for instance, that might have a 
free tier for small non-commercial applications).

5.3. Institutional JupyterHub servers

Because of the widespread adoption of Jupyter, many univer-
sities, research centers and computer centres are now offering to 
their users (teachers, students, researchers) access to locally hosted
JupyterHub installations. JupyterHub is an open server facili-
tating the provision of multi-user access to notebooks.

This solution could be ideal for courses given at universities 
where this service exists and all students have access to it. The 
added benefit of this deployment approach is that each student 
has access to their persistent home folder, where they can not only 
install and use the applications, but also easily modify the code 

https://osscar-quantum-mechanics.materialscloud.io
https://osscar-quantum-mechanics.materialscloud.io
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Fig. 4. An example of the graphical layout of an OSSCAR notebook as displayed in the JupyterLab interface. This specific example is available via the EPFL NOTO platform.
and run the modified versions, possibly contributing back their 
changes to the original repository. This solution is therefore par-
ticularly suitable if the teachers want to encourage the students to 
modify and adapt the code of the notebooks.

One example of such an institutional JupyterHub is the 
NOTO platform at EPFL (https://noto .epfl .ch). We show how a note-
book appears inside the JupyterLab interface provided by NOTO 
in Fig. 4, but we stress that many more universities are already 
providing a similar service, also thanks to the fact that Jupyter-
Hub and JupyterLab are open source and officially supported as 
part of Project Jupyter.

We finally mention that in terms of use cases covered, also 
Google Colab [62] can be considered to fall within this category, 
where rather than institutional credentials one would need instead 
a Google login. Note that, at present, this is not a viable option for 
deployment of OSSCAR notebooks due to the lack of easy integra-
tion of Voila in Google Colab.

6. OSSCAR notebooks for computational science

In addition to proposing guidelines for best practices in devel-
oping open teaching content, and developing custom widgets for 
computational-science content, one of the main goals in OSSCAR is 
to generate open and free learning content in the broad domain of 
computational physics, chemistry, and materials science.

OSSCAR currently offers a number of interactive notebooks cov-
ering the topics of quantum mechanics, band theory of crystals, 
statistical mechanics, and molecular dynamics. The choice of the 
topics stems primarily from the content of two courses taught by 
some of the authors at EPFL (“Computational methods in molecular 
quantum mechanics” and “Atomistic and quantum simulations of 
materials”). The notebooks have been already used in the past year 
with very positive feedback from students. In particular, anony-
mous surveys were conducted at the end of one of the courses. 
The results indicate that for the majority of students (over 70%) 
the inclusion of interactive visualizations during the classes was 
motivating and helped them to better understand the core course 
concepts by being actively engaged in the learning process. Fur-
thermore, the same proportion of students also accessed and used 
the interactive visualizations to improve their understanding af-
ter the lectures, while revising the course content (use case A in 
Sec. 2). Students also provided valuable feedback for improvement 
of the notebooks, and, in both classes, some even demonstrated 
interest in generating new educational content using the OSSCAR 
approach.
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Without aiming at presenting an exhaustive list, in the fol-
lowing we briefly show some selected examples of applications 
developed in OSSCAR, to demonstrate with practical examples 
the general concepts and technologies (such as the widgets) de-
scribed earlier. More applications are available online, and we 
expect the list to continue growing in the future. The source 
codes of all notebooks are available on the GitHub repository at 
https://github .com /osscar-org /quantum -mechanics and can be di-
rectly inspected on our dokku server at https://osscar-quantum -
mechanics .materialscloud .io.

Fig. 5 presents three different OSSCAR notebooks. As mentioned 
in Appendix B, we use matplotlib to render 2D interactive fig-
ures. This is the case, for instance, for the two plots in Fig. 5(a), an 
application illustrating the construction of norm-conserving pseu-
dopotentials [39]. The two panels display the hydrogen-atom po-
tential and the pseudopotential that was generated (bottom panel) 
and one of the wavefunctions and the corresponding pseudo-
wavefunction (top panel). Users can select the principal quantum 
number n and the angular quantum number l of the wavefunction 
in the controllers region, as well as the cutoff radius Rc determin-
ing the core region.

In Fig. 5(b) we instead show an application that illustrates the 
use of Monte-Carlo simulations with the Metropolis–Hastings al-
gorithm [63,64] to sample the canonical distribution at a given 
temperature T for a potential that can be selected among vari-
ous possibilities (a 2D double-well potential is selected and shown 
in the figure). Students can set the starting coordinates (x, y) of 
the simulation, select the temperature T , and tune the simula-
tion parameters (maximum move size and total number of iter-
ations), to investigate both physical (temperature and potential-
barrier height) and numerical effects on the efficiency and ergod-
icity of the simulation. This application displays various types of 
figures: a 3D visualization of the potential energy surface (top left, 
displayed with plotly as discussed in Appendix B), the proba-
bility histogram as a color map obtained from the simulation (top 
right, displayed using matplotlib), and the total energy as a 
function of the Monte-Carlo move (bottom right). This notebook is 
also an example of the Multiple Representation Principle, where 
complementary representations of related quantities are displayed 
to facilitate learning, thanks to the different informational content 
of each of them [65].

Finally, Fig. 5(c) shows an application to compute and show 
the band structure and BZ of a simple empty-lattice free-electron 
crystal (for simple, face-centered and body-centered cubic lat-
tices) [39]. The notebook can be used to explain the concept of 

https://noto.epfl.ch
https://github.com/osscar-org/quantum-mechanics
https://osscar-quantum-mechanics.materialscloud.io
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Fig. 5. Three interactive web applications developed in OSSCAR and used to complement teaching in classes of computational simulations. The web applications are hosted at 
https://osscar-quantum -mechanics .materialscloud .io. a) Construction of a norm-conserving pseudopotential. b) Monte-Carlo simulations to sample the canonical distribution 
of a given potential energy surface. c) Electronic band structure and first BZ of an empty-lattice free-electron crystal. (For interpretation of the colors in the figure(s), the 
reader is referred to the web version of this article.)
reciprocal space, discuss how band structure paths are selected, 
and compare band structures of actual materials with the free-
electron case. While the band structure plot (on the right) uses 
the same matplotlib library that we employ for 2D plots, the 
left part uses the custom OSSCAR BZ visualizer already described 
in Fig. 2(b).

6.1. A library of focused self-contained applications

From a learning perspective, we strive to design each web ap-
plication to be self-contained and focused on conveying one sin-
gle core concept. When more complex concepts need to be ex-
plained, we prefer and suggest splitting the content into a se-
quence of propaedeutic smaller notebooks, each focusing on a 
single (sub)topic. This makes each application easy to use even 
without teacher supervision, and the series of notebooks guides 
the students in a progressive learning process. To demonstrate 
this modular approach, we show in Fig. 6 four different exam-
ples of notebooks focusing on basic quantum-mechanical concepts, 
in addition to the double quantum well already presented in 
Fig. 1.

The first notebook of the series is shown in Fig. 6(a), focusing 
on the numerical solution of the Schrödinger equation for a sin-
gle 1D finite square-well potential [66]. Being one of the simplest 
quantum models, it allows students to start familiarizing them-
selves with the visualization of quantum eigenstates, and to in-
spect the effect of quantum confinement [67].

The second notebook in the series is the double quantum well 
already discussed in Fig. 1: having two wells, it allows students 
to investigate their interplay and the effect of quantum tunnel-
ing. A slightly more advanced model is presented in the notebook 
of Fig. 6(b), where a 1D asymmetric quantum-well system is now 
proposed, described by the expression V (x) = x4 − 0.6x2 +μx. The 
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parameter μ can be tuned via a slider to determine the amount of 
asymmetry between the two wells. The lower panel, showing the 
eigenenergies of the three lowest states in the system as a func-
tion of μ, helps students to focus on the phenomenon of avoided 
crossing [68].

Fig. 6(c) goes back to the same single quantum-well model of 
Fig. 6(c). However, the teaching focus in this case is not on the so-
lutions of the equation, but on the algorithm to obtain them. In 
particular, this notebook aims at describing the shooting method 
using Numerov’s algorithm [69]. The vertical sliders on the left al-
low one to choose a “guess” energy, that will be used to determine 
a wavefunction with the correct boundary condition for x → −∞
(vanishing wavefunction). However, only the actual eigenvalues of 
the system will return a wavefunction that fulfills the vanishing 
boundary condition also at x → +∞. The students can then try 
various values to understand how the algorithm works. For con-
venience, we also provide an “Auto search” button, which imple-
ments the full algorithm and aids in quickly finding the correct 
solutions.

Finally, the most advanced notebook is shown in Fig. 6(d). 
Unlike the previous applications (solving the time-independent 
Schrödinger equation), this notebook demonstrates the solution of 
the time-dependent Schrödinger equation using the split-operator 
Fourier transform (SOFT) numerical method [68,70]. After choosing 
a potential energy shape, a wavepacket is constructed and its time 
evolution is computed and displayed. The various panels enable 
the monitoring of the wavepacket evolution in real and reciprocal 
space (top panels), as well as the kinetic and potential energy of 
the packet and the conservation of the total energy (bottom left 
panel) and of the norm of the wavefunction (bottom right panel) 
to inspect the robustness of the algorithm.

https://osscar-quantum-mechanics.materialscloud.io
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Fig. 6. Four OSSCAR applications of different levels (from basic to advanced) addressing the general topic of the solution of the Schrödinger equation, to demonstrate how 
an advanced topic can be split into smaller self-contained notebooks. a) Numerical solution of the 1D time-independent Schrödinger equation for a single quantum-well 
potential. b) Avoided crossing in a 1D asymmetric quantum well. c) Explanation of the shooting method and Numerov algorithm to solve the Schrödinger equation. d) 
Numerical solution of the 1D time-dependent Schrödinger equation using the split-operator Fourier transform (SOFT) method and time evolution of a wavepacket.
7. Documentation, tutorials, and source code to engage teachers 
and students

As we mentioned earlier, the overarching goal of OSSCAR is to 
foster an open-science approach for education, encouraging other 
teachers and researchers to develop their own educational interac-
tive web applications and inviting them to share them on this plat-
form. The previous sections describe a number of strategies that 
are all instrumental to this objective. In addition we provide online 
extensive documentation and tutorials, accessible from the OSSCAR 
homepage (https://www.osscar.org), to illustrate how to contribute 
to the project. The documentation, in conjunction with the library 
of notebooks, assists and encourages teachers in developing further 
teaching content. All existing notebooks and custom widgets are 
released with open-source licenses and hosted on GitHub reposi-
tories of the OSSCAR organization (https://github .com /osscar-org). 
These serve as examples for development of new applications. 
In addition, the repositories not only contain the notebooks with 
the source code of all applications, but also all configuration files 
needed for deployment on, e.g., mybinder.org or on dokku. 
9

Therefore, each repository is a complete template to develop a new 
web application. Teachers can extract the notebooks or just the 
configuration files, modify them for their individual needs, and, if 
they wish, contribute new notebooks for different courses. Specific 
guidance for new contributions is available on the OSSCAR home-
page [71] and has been included in the README of the project’s 
main GitHub repository.

Furthermore, as discussed in Sec. 2, we provide a direct link at 
the top of each application to directly access the source code, aim-
ing at multiple objectives. First, interested students (after having 
interacted with the notebook) can inspect the code to see which 
algorithms have been used to solve the equations, and possibly 
adapt the codes and algorithms to gain an even deeper under-
standing of the subject. Second, code access encourages both stu-
dents and other teachers to provide feedback and improvements 
via GitHub issues and pull requests, in a fully collaborative and 
open approach and in the spirit of Open Science. Third, by en-
gaging the students in the preparation of the content, teachers 
can implement and encourage in their courses approaches of peer 
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instruction and cooperative learning, that have been shown to in-
crease student engagement and understanding [72].

8. Conclusions

We presented OSSCAR, an open web-based platform for ed-
ucational content. OSSCAR provides a collaborative environment 
where teachers can easily develop, deploy, and distribute to stu-
dents interactive notebooks that facilitate scientific learning via 
visualization, examples, and numerical experimentation. The plat-
form aims at hosting a growing number of modules, each tackling 
a specific topic and with the potential to be combined and or-
ganized in multiple ways, based on the needs of each class. This 
free online library will hopefully provide a set of “off-the-shelf” 
tools to complement classical teaching, and attract contributions 
by a large community of teachers recognizing the advantage of 
sharing and improving over duplicating. New content is welcome 
and can be easily created in the OSSCAR environment, that re-
lies on user-friendly and common languages and software, such as 
Python and Jupyter, as the key development tools. Easy deploy-
ment of the notebooks is achieved by their automatic conversion 
into web applications via the Voila software, and then by host-
ing them on existing or custom web cloud solutions. Students can 
thus access the material directly via their web browser, avoiding 
the need of tailored installations for each individual course. They 
learn by performing specific tasks, solving exercises, and – impor-
tantly – experimenting in real time with the interactive content 
of the notebooks. Further information on the OSSCAR project and 
the documentation can be found on the project web page: https://
www.osscar.org. Examples, custom widgets and templates for the 
development of OSSCAR web applications are available on GitHub 
at https://github .com /osscar-org.
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Appendix A. Strategies to speed up Python simulations

The first and foremost approach to accelerate simulations is 
to optimize, rethink or adapt the algorithm. However, the use of 
packages such as NumPy [73] and SciPy [74] (nowadays standard 
dependencies of a vast majority of scientific Python code) helps in 
making a wide range of complex but common operations (such as 
matrix operations, advanced optimization routines, ...) easy to use 
and as efficient as compiled languages, since internally the core 
computational routines are implemented in C, C++ or Fortran. Fur-
thermore, other technologies and libraries exist to speed up Python 
code. We mention here only few examples, used in some OSSCAR 
notebooks: the Numba [75] package, to write Python codes using 
only simple types and arrays and to convert them to C codes on 
the fly with a just-in-time (JIT) compiler; and the Cython [76]
package (and f2py [77], now part of NumPy) to write computa-
tionally expensive routines directly in C (and Fortran, respectively), 
and then call those from Python.

Appendix B. Libraries for visualization and plotting

One of the most typical tools for visualization in scientific ap-
plications are plots in two or three dimensions. Many libraries 
for such common plots are available in Python and are interfaced 
with Jupyter, including matplotlib [78], plotly [79], bq-
plot [80] or ParaView [81].

With the approach that we describe in this paper, we do not 
limit or prescribe which libraries can be employed to develop new 
applications. Nevertheless, we made some considered decisions on 
our first choice libraries, trying to select the smallest set of differ-
ent libraries that can cover use cases most commonly encountered, 
are fast enough for large datasets, and have wide community sup-
port. By favoring reuse of the same libraries in multiple notebooks, 
we provide a consistent user experience to students, and at the 
same time the notebooks become a suite of examples of how to 
interact with the chosen libraries.

In particular, in the OSSCAR notebooks we use matplotlib as 
the main plotting package for two-dimensional (static, animated 
and interactive) plots, such as charts or color plots. As an exam-
ple, the interactive figures in Fig. 1(c) are produced using mat-
plotlib. For the purpose of illustration, in the following we 
show a short, but fully functioning, Python code to demonstrate 
the simple syntax required to generate basic plots.2

We can generate two panels side by side with the following 
code:

%matplotlib notebook
import pylab as plt
fig, axes = plt.subplots(1, 2)

2 Naturally, slightly longer code is needed to achieve more refined results, e.g. to 
change the panels aspect ratio, the color of the plots, etc.
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Fig. C.7. Creation of a slider widget (from the ipywidgets package) to enable the 

user to control a (floating point) numerical value. The parameters passed to the 
initializer allow to decide the default initial value and the range (min, max) of 
allowed inputs, together with a textual description of the widget. In subsequent 
cells, it is possible (from Python) to retrieve the current value of the widget, or set 
its value programmatically, using the .value property.

where the first line enables interactive plots, the second imports 
the main plotting module of the matplotlib library, and the 
third generates the empty panels.

The code defines axes as a list of two subplots, with axes[0]
being the left one and axes[1] the right one. We can now plot a 
curve on the left panel with:

axes[0].plot(x, y)

In this instruction, x is a Python list of x coordinates of each of the 
points, and y the corresponding list of y coordinates. Similarly, we 
can use axes[1].plot to plot curves on the right panel.

We also mention that matplotlib figures support dynam-
ical updates. For instance, one can remove all curves from the 
left panel (e.g., when redrawing the figure if a controller value is 
changed by the user) with:

axes[0].clear()

or replace the y data of the first curve (lines[0]) of the right 
panel (axes[1]) with the data in the list new_y via:

axes[1].lines[0].set_ydata(new_y)

In addition, the matplotlib library offers a large number of 
different types of plots, the possibility of showing text and anno-
tations in the plots and more generally to customize almost any 
aspect of the plots. It is also possible to interact with the plots and 
detect, for instance, the position of a mouse click.

While matplotlib can also generate three-dimensional plots, 
in our experience its performance was often not good enough for 
smooth and pleasant interaction (e.g., noticeable latency when ro-
tating or zooming). Therefore, for three-dimensional plots we use 
instead the plotly library, that showed better performance. An 
example is given by the plot of the potential energy surface in 
Fig. 5(b).

Appendix C. An example widget and instantaneous reaction to 
events

Each widget can be created via Python code directly in a note-
book cell. For example, Fig. C.7 shows the code used to create the 
slider to control the depth of the first square well in Fig. 1, and 
retrieve its value programmatically from Python.

Beside being able to check the value of the slider in specific 
points of the code, an essential part of the interactivity comes 
from a very small time delay between user actions (button clicks, 
change of the value of a slider, . . . ) and the adaptive reaction of 
the notebook. In OSSCAR, this is achieved using the traitlets
library [82]. In particular, every time the attributes of a widget are 
modified, the widget emits an event of type “change”. We can then 
define callback functions that are triggered every time there is a 
change, and bind them to the event using the observe method 
of the widget. For instance, in Fig. C.8 we show a code snippet 
defining a callback function slider_value_change to replot 
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# define the callback function to replot
def slider_value_change(c):

...
axes[0].plot(x, V)
...

# bind the callback, so that it is triggered every time
# that the value of sw1_depth changes
sw1_depth.observe(slider_value_change, names="value")

Fig. C.8. A minimal example of how to define a callback and bind it to any change 
of value of the slider of Fig. C.7.

the function in the figure generated using axes[0].plot dis-
cussed in Appendix B after changes triggered by the sw1_depth
slider.

Finally, we mention that events can be associated to any widget, 
including plots, thus allowing to tune the value of certain param-
eters not only from the controllers section, but also by clicking 
directly on the visualizations (and, in this case, adapting the value 
of the controllers accordingly). This approach allows for the imple-
mentation of reciprocative dynamic linking between components, 
that has been shown to improve representational competence in 
students [83].
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